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Abstract

Functional logic programming languages integrate, in a uniform way, the most impor-
tant features of functional programming and logic programming paradigms. See [7] for
a survey and [9, 8] for recent language propositions.

The operational semantics of most functional logic programming languages is based
on first-order term rewriting and narrowing. These techniques are well mastered now
and optimal strategies have been proposed in the literature, e.g., [2, 3].

However, in practice data structures are not always represented as first-order terms
but rather as (cyclic) graphs. Some declarative programming languages such as Haskell,
Clean or Life allow to work with graphs explicitly.

There are many reasons that motivate the use of graphs. They actually allow
sharing of subexpressions which leads to efficient computations. They also permit to
go beyond the processing of first-order terms by handling efficiently real-world data
structures (e.g. Data bases).

We propose new optimal strategies for graph rewriting and narrowing which are
good candidate for the implementation of functional logic languages. For this purpose,
we first introduce the framework of admissible graph rewriting systems which could be
seen as a natural extension to graphs of the well known class of orthogonal constructor-
based term rewriting systems. A graph is admissible if none of its defined operations
belongs to a cycle.

Orthogonal graph rewriting systems are not confluent in general. This is due to
the presence of so-called collapsing rules. A rule is collapsing if its right-hand side is
a variable. We show that admissible graph rewriting is a confluent relation even in
the presence of collapsing rules. In addition, we show that admissible graph rewriting
relation is confluent modulo bisimulation. Two graphs are bisimilar iff they represent
the same rational tree. This last result is necessary, for instance, to show the soundness
of the implementation of first-order terms as dags.

Afterwards, we define a sequential graph rewriting strategy by using Antoy’s def-
initional trees [1] and show that the resulting strategy computes only needed redexes
and develops optimal derivations w.r.t. the number of steps. Finally, we tackle the
graph narrowing relation over admissible graphs and propose a sequential narrowing
strategy which computes independent solutions and develops shorter derivations than
most general graph narrowing.

The reader may find in [5, 4] the detailed definitions and proofs. An extended
abstract could be consulted in [6].
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